待解决问题：

1. 对象相加，P19
2. 养成命名习惯，看库函数方法
3. unique\_ptr
4. 总结文件的空白（空格、tab等）、换行、文件结束符号，方便操作文件
5. 模板和类的区别？模板里元素必须同一类型？
6. 标准库类型和内置的差别
7. const深入理解
8. 注意容器，智能指针，多线程
9. return vector<int>（）形式
10. 实例名（参数），调用operator（）类函数
11. 常用类和函数：<https://www.runoob.com/cplusplus/cpp-tutorial.html>

set、map、list：

<https://www.jianshu.com/p/3cd0c9c31519>

* C++标准模板库

C++ STL（标准模板库）是一套功能强大的 C++ 模板类，提供了通用的模板类和函数（一般函数和类函数），这些模板类和函数可以实现多种流行和常用的算法和数据结构，如向量、链表、队列、栈。

C++ 标准模板库的核心包括以下三个组件：模板和类的区别，对于类模板，实例化时，需要在模板后跟一对尖括号，在括号内放上信息表示到底实例化什么类型，如vector<int> ivec;

* 容器（Containers）：容器是用来管理某一类对象的集合。C++ 提供了各种不同类型的容器，比如 deque、list、vector、map 等。
* 算法（Algorithms）：算法作用于容器（类函数）。它们提供了执行各种操作的方式，包括对容器内容执行初始化、排序、搜索和转换等操作。
* 迭代器（iterators）：P97迭代器用于遍历对象集合的元素。这些集合可能是容器，也可能是容器的子集。有三种不同含义：可能时迭代器概念本身，也可能是指容器定义的迭代器类型，还可能是指迭代器对象。类似于指针类型，所有标准库容器都可以使用迭代器，但是只有少数的几种支持下标运算符（像数组一样）。vector和string都支持下标运算和迭代器，string不是容器，支持很多容器相关的操作（push\_back）等。操作迭代器有点类似于指针。
* 适配器：P329,三个顺序容器适配器：stack、queue、priority\_queue。一个容器适配器接受一种已有的容器类型，使其行为看起来像一种不同的类型。
* 泛型算法：P335，标准库并没有给每个容器添加大量功能，而是提供了一组算法，这些算法中的大多数都独立于任何特定容器，对迭代器而不是对容器进行操作，不能（直接）添加或删除元素。标准库提供超过100种算法，重点是理解，见P770-附录A.2。

综上，迭代器是容器的一种操作。

* 迭代器(iterator)常见函数：标准迭代器运算符-P96；迭代器支持的运算-P99

容器使用迭代器时要定义，如：vector<int>::iterator 实例= vector<int>实例.begin();iterator能读写vector<int>实例的元素，const\_iterator只能读vector<int>实例的元素，不能写

1. begin(),end()：const\_iterator
2. iterator实例 ->first：vector<int>实例的索引
3. iterator实例 ->second：vector<int>实例的内容（元素）
4. 迭代器运算符：\*(取引用)、
5. iterator：普通迭代器，类始于指向容器中不同元素的指针。
6. const\_iterator：常普通迭代器，指向固定。
7. 插入迭代器（insert）：绑定再容器上可用来向容器插入元素
8. 流迭代器（stream）：绑定在输入或输出流上，可用来遍历所关联的IO流
9. 反向迭代器（reverse）：这些迭代器是向后而不是向前移动的。
10. 移动迭代器（move）：不是拷贝其中的元素，而是移动它们。

* 容器通用操作（函数）：

1. 实例.empty()
2. 实例.size()
3. 实例.push\_back(t)
4. 实例.front(),实例.back()：访问首元素和最后的元素。
5. next（迭代器）：下一个迭代器

顺序容器：按它们在容器中的位置来顺序访问和保存的。P292, 定义和初始化-P299、P87;容器赋值运算-P302；容器操作-P295，P91;访问元素-P310；删除元素-P311；改变容器大小-P314；容器大小管理操作-P318；额外的string操作-P320

1. Vector：p86，可变大小数组。支持快速随机访问，在尾部之外的位置插入或删除元素可能很慢。支持下标运算。vector是一个类模板，也称为容器，表示对象的集合，其中所有对象类型都一样，如：可用{}做列表初始化，允许用push\_back动态添加元素至尾部

* Vector<T> n[i][j]：表示二维数组n的每个元素都是vector

1. deque：双端队列。支持快速随机访问。在头尾位置插入/删除速度很快
2. list：双向链表。只支持双向顺序访问。在list中的任何位置进行插入/删除操作速度都很快
3. forward\_list：单向链表。只支持单向顺序访问。在链表的任何位置进行插入/删除操作速度都很快。
4. array：固定大小数组。支持快速随机访问。不能添加或删除元素。
5. string：与vector相似的容器，但专门用于保存字符。随机访问快。在尾部插入/删除快。

关联容器：P373，按关键字访问和保存的。Key中存放元素得地址？

哈希函数：哈希的过程中需要使用哈希函数进行计算。哈希函数是一种映射关系，根据数据的关键词 key （源程序中变量名），通过一定的函数关系，计算出该元素存储位置（生成目标文件在存储中的地址）的函数。

表示为：

address = H [key]

<https://blog.csdn.net/u012835097/article/details/79407591>

支持P295表9.2普通容器操作和类型别名，不支持顺序容器的位置相关的操作。

1. 实例.first：关键字
2. 实例.second：值
3. 按关键字作下标读取值：value=实例[key]
4. value\_type：map的值类型，如set<string>：：value\_type v1。
5. key\_type：关键字类型，关键字是const，不能更改，为只读
6. map：又称关联数组；保存关键字-值（元素）对，值类型（value\_type）为pair。类似于字典，可以像数组一样使用，其下标可以不是int了，另外，一些操作和pair相似。Map.count（key），可以查找是否有下标。可以有4个参数，有2个默认参数，比较参数，一般为key，allocator-pair。
7. set：关键字即值，即保存关键字的容器。每个元素只包含一个关键字。

<https://www.cnblogs.com/zyxStar/p/4542835.html>

1. count(a)：返回a的个数
2. mutimap：关键字可重复出现的map
3. mutiset：关键字可重复出现的set

无序集合：如果关键字类型固有就是无序的，或者性能测试发现问题可以用哈希技术解决，就可以使用无序容器。无序容器的性能依赖于哈希函数的质量和桶的数量和大小。默认情况下，无序容器使用关键字类型的==运算符来比较元素，它们还使用一个hash<key\_type>类型的对象来生成每个元素的哈希值。

1. unordered\_map：用哈希函数组织的map
2. unordered\_set：用哈希函数组织的set
3. unordered\_mutimap：哈希组织的map,关键字可以重复出现
4. unordered\_mutiset：哈希组织的set,关键字可以重复出现
5. pair：p379,是标准库类型。pair操作P380表11.2。pair <int,int> x,x.first即第一个元素，x.second即第二个元素，make\_pair(x[2])将其索引和内容配对

make\_pair:数组对之类，

<https://blog.csdn.net/u011499425/article/details/52756088>

* 泛型算法：分类-P365表10.5，优先使用容器成员函数，即容器特有的操作，再使用通用操作，一般来说，特有操作更快P369

1. P344定制操作lambda：替代简单的==或<比较条件，改变排序规则。短小、一两个地方使用时用，类似于内联函数。
2. fill：填充数值，

<https://blog.csdn.net/cv_jason/article/details/80894886>

1. reshape：

<https://blog.csdn.net/u010916338/article/details/84066369>

1. std库：
2. chrono：计时，ORBSLAM2中
3. cmath

* isfinite（）：有限返回true，无穷大返回false

1. 自己总结

* 定义一个变量，C++的变量名是让编译器识别的，如int a；定义了int类的对象a，那么编译器编译时会生成为a开辟相应字节数地址（相对地址，起始地址用于寻址）b存放a的值（对象）
* 引用指向同一个变量，编译器编译后就是同一个变量；指针有自己的地址，在该地址保存了变量的地址。
* P60类型别名：typedef、using
* P102,105,数组的两个特殊性质：不允许拷贝和赋值；使用数组时编译器一般会把它转换成指针。
* 确定不需要改变变量值时，应将其变为const，防止误操作。
* P57顶层const（指针本身，int const \*p1）和底层const（所指对象，const int \*p2）概念。引用变量绑定（等号前绑定到等号后）在非引用变量上。
* P213调用函数一般比求等价表达式的值要慢一些，调用函数有压栈等额外开销，内联函数（inline）可避免函数调用的开销，类似于头文件中的宏定义函数。定义在类内（声明和定义都在class{}内）是隐式的inline函数。
* 初始化方式：默认初始化P40；直接初始化方式P76；值初始化P88
* P49预处理器是运行于编译过程（编译器）之前的一段程序，如#ifdef #ifndef，#开头的，assert(用于调试特别好，NDEBUG相当于它的开关)-P215，
* P68预处理变量：#define定义的
* P220不能把普通引用绑定到const对象上，但可以把const引用绑定到普通对象上
* P222不能定义函数类型和数组类型的形参或返回值，但形参或返回值可以是指向数组或函数的指针
* P247拷贝的是副本，占用了新的内存，引用和指针内容不占用新的内存
* P254编译器找变量声明时，从局部作用域向全局作用域找
* P259初始化和赋值的区别：赋值是先初始化在赋值，效率较低，还有些需要初始化，故需养成使用构造函数初始值的习惯。
* P340注意容器类型和元素类型
* #define常量是通过包含头文件用，const常量是通过extern来引用
* cin（istream类）是输入流，键盘输入的变量，按enter结束输入，否则一直在等待，按enter后通过>>传给变量；cout是输出流，通过<<将变量赋给cout（ostream类），cout会自动在显示器上显示，endl是换行的变量
* const int sz = get\_size()//其具体值在运行时获得，不是常量表达式
* 编辑：使用IDE写代码的过程，像写文件一样，在硬盘（存储器）进行

编译：将代码变成机器可执行的文件（二进制等），存放于硬盘（存储器）

运行：将可执行文件从硬盘（存储器）调入运行内存（内存）执行，会占用运存空间

* 对象是指会在内存上开辟存储空间的，程序是在运存上运行，内存有限，会经常开辟、释放内存
* 一般前面是参数，后面是被操作变量，如：typedef int zhang；
* 一定要用名称（变量名、名称）和对象（内存上数据）的思想思考问题，如在传递参数时把传参看成被传参数赋值给参数，那么引用和指针会改变被传参数
* 内置类是库自带类型，类类型是自己定义的类
* 转义：n在C语言中有特殊意义：一个字母，那么可以通过\来转义，变成换行的意思
* strin和vector是容器，可称容器的迭代器，可用迭代器像下标方式一样访问容器元素，返回的是迭代器类型
* int \*ptr；其中ptr自己占用一个地址，为一个对象，\*ptr解引用才是它指向的对象
* 越界出错，可能取到一个未知的地址，取得一个未知的数
* 常见、未知错误：溢出（下标、值范围）、未定义（指针未定义）
* 左结合： 优先级相同时，从左到右结合，右结合：优先级相同时，由右向左结合。如：=是右结合
* 指针是指P，指针本身
* assert函数：先计算表达式 expression ，如果其值为假（即为0），那么它先向stderr打印一条出错信息，然后通过调用 abort 来终止程序运行
* set类元素都是唯一的，可以方便排序，

<https://blog.csdn.net/byn12345/article/details/79523516>

* new新建的是一个指针实例
* inline宏函数

<https://blog.csdn.net/K346K346/article/details/52065524>

* 运算符重载operator

<https://blog.csdn.net/zhangzheng_1986/article/details/81080407>

* 在C++中，直接=的话，会将两个值类型指向同一个地址这样的话，修改任何一个对象，另一个对象也会跟着变化？？Clone执行了浅拷贝~~~，拷贝后是一个新的对象，对新对象操作不影响原对象。非std类才需这样？
* 实例名（参数），调用operator（）类函数
* ![](data:image/png;base64,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)如下代码，这不同于赋值操作，改变temp就改变image
* P145：static\_cast < type-id > ( exdivssion ) 该运算符把exdivssion转换为type-id类型，但没有执行时类型检查来保证转换的安全性。

<https://www.cnblogs.com/yxwkf/p/4090364.html>

* reserve减少重新分配次数，局部运算中，内存会被释放，那么多给点内存也没事。

<https://blog.csdn.net/zhangchen1003/article/details/49070341>

* 只有全局变量一直保存在内存中，局部变量在不断建立和释放
* iterator可以把迭代器指针像数一样操作
* erase：删除容器中position所指位置的元素。返回值是指向被删元素之后的那个元素(即下一个元素)的迭代器。

<https://www.cnblogs.com/wangkundentisy/p/9023977.html>

* front（）函数：取的是内容

<https://blog.csdn.net/laobai1015/article/details/51568456>

* 对于类中的类指针，可以使用new创建指针实例类中类指针实例=new 类名（参数）；对于类中的类实例，可以使用类中类实例=类名（参数）
* Ubuntu上编译器有CLion（用edu结尾邮箱可以申请免费使用一年）、kdevelop
* 面向对象的思想应该把自己想象成几个人在合作写代码，如class类之外的称为用户，实现了封装和分离
* 不同编译器还是有些差异的，VS、gcc编译器有所不同，具体在实现时注意
* P400，动态内存的管理是通过一对运算符来完成的：new，在动态内存中为对象分配空间并返回一个指向该对象的指针，我们可以选择对对象进行初始化，delete，接受一个动态对象的指针，销毁该对象，并释放与之关联的内存。有时会忘记释放内存，会造成内存泄漏，有时在尚有指针引用内存的情况下我们释放了它们，会产生引用非法内存指针。为了更容易使用动态内存，新的标准库提供了两种智能指针，与常规指针重要区别是它负责自动释放所指对象。shared\_ptr允许多个指针指向同一个对象；unique\_ptr则独占所指对象。weak\_ptr是伴随类、弱引用，指向shared\_ptr对象。操作表12.1、12.2。使用智能指针的基本规范P417。
* P403程序使用动态内存出于以下三种原因之一：程序不知道自己需要使用多少对象；程序不知道所需对象的准确类型；程序需要在多个对象间共享数据。
* P415函数的退出有两种可能，正常结束或者发生了异常，无论哪种情况，局部对象都会被销毁。
* P423allocator类允许我们将分配和初始化分离。提供更好的性能和更灵活的内存管理能力。P427有该类介绍，P464有典型例子，使用步骤P428表12.7。
* 未定义的含义就是语法中未定义或没考虑的情况，不知道会发生什么
* exit（int status）：用于退出程序，status一般为1，0，-1，0表示正常退出，1、-1表示异常退出

<https://www.runoob.com/cprogramming/c-function-exit.html>

* 模板的模板定义和模板函数放在同一个文件夹内，不能用直接转到定义，可以使用查找命令
* ORBSLAM2中DBoW2\Scoringobject.h的53行#define 一个scoring类
* ORBSLAM2中DBoW2\templatedvocabulary.h：virtual inline

C/C++关键字 asm、inline、register、virtual、volatile 详解\_askunix-CSDN博客

<https://blog.csdn.net/m0_37925202/article/details/79397883>

* ref：使参数按引用传递

<https://wenda.so.com/q/1373150739060758>

* 1

1. 与C不同类型或名词

* 重载：如果在同一作用域内的几个函数名字相同但形参列表不同，我们称之为重载（overloaded）函数。给程序员自己看的，重点时容易理解。
* int main(int argc ,char \*\*aegv，char \* envp)，argc参数个数，包括执行文件，以空格分；argv是输入的参数，是一个数组；envp为环境变量，其参数是命令行或launch文件输入的参数
* cerr输出错误信息，与cout 的区别是不缓冲
* 字面值常量(P37):0x1FF，024（八进制），L‘a’。
* String是一种库类型，表示可变化的字符序列
* 定义在函数体内部的内置类型变量将不会被初始化
* ：：作用运算符，如：std：：cout，类名：：，优先在：：的作用域（std，类内）找函数体出现的变量。P270::使用后作用域限定。
* lvalue、rvalue：左、右值
* 引用（复合类型）：int a=1；int &b=a；int &c=a；可多次引用，其中a、b、c本身不是对象，对象是指a指向的地址上的内容
* void\*指针，能做指针比较、函数输入输出、赋给另外一个void\*指针，不能就直接操作其所指对象，因为无法确定对象类型。
* const限定符：它的值（对象不改变），只能也必须在初始化时赋值。

常量只能赋值给常量，常量引用是指引用绑定的对象不变了，但对象可变

* 类型别名

typedef double wages;//wages是double的同义词

typedef wages base,\*p;//base是double的同义词，p是double\*的同义词

* 结构struct具备了类的功能，称为类

<https://www.cnblogs.com/starfire86/p/5367740.html>

* 多了一些与机器无关的类型，c中类型是与计算机单片机等存储、工作方式直接相关的
* sizeof (type),sizeif expr：计算类或对象所占空间大小
* throw{}：抛出异常；try{}：包含可能触发异常语句；catch{}：捕获异常，并处理异常，可以用来打印错误信息

1. C++11新标

* int \*p=nullptr，可以被转换成任意其他类型指针
* constexpr int sz = size()//只有当size为constexpr函数时，才是一条正确的声明。另外，其需绑定有固定地址的变量，如函数体之外的变量
* 别名声明

using SI = sales\_item;//SI是sales\_item的同义词

* 列表初始化

int a = {d};//使用花括号，当d为double时，会报警

* auto类型说明符：编译器根据运算结果确定变量类型，一般忽略顶层const，保留底层const

auto i=0,\*p=&i; //正确；i、p类型相同

auto sz = 4，pi = 3.14;//错误，两者类型不同

* decltype类型指示符

decltype(f()) sum = x;//sum的类型为f（）的返回类型，并不调用f

decltype（（variable））双层括号的结果肯定是引用，decltype（variable）单层括号的结果只有当variable本身就是一个引用时才是引用

* range for：遍历变量（如字符串变量）中基础元素，可以利用其实现下标合法，不越界。

<https://blog.csdn.net/weixin_42131917/article/details/80556727>

* 迭代器的两个新函数cbegin和cend返回const\_iterator类型
* begin（数组名）、end（数组名）分别返回数组的首地址的指针和尾元素的下一个地址的指针，可以模仿迭代器
* 商一律向0取整
* sizeof不实际求运算对象的值，故可直接使用作用域符号直接访问类成员，而无需通过对象

1. 类：P227，struct（无说明符默认public）到class（无说明符默认private）的转变P240，默认权限是两者的唯一区别P241。数据抽象-忽略类型实现的细节，封装-保护类不能被随意访问。

* P232编译器处理类分2步：首先编译类成员的声明，然后才轮到成员函数（包括构造和析构函数）的函数体，故成员函数可以不分先后的使用类成员。
* 构造函数：能重载，创建类实例对象时初始化用，类名（形参）：初始化列表{函数体}
* 析构函数：不能重载，实例对象作用域结束时用，~类名（）{函数体}
* public：在整个程序内可被访问，通常成员函数被声明为公有。有效范围为出现下一个说明符之前。
* private：默认状态，可以被类的成员函数访问，但不能被使用该类的代码访问，一般数据成员被声明为私有。
* protected：
* 友元函数：p241，友元函数可以访问非公成员。不是类的成员，不受它所在作用域访问控制级别的约束。友元在类之间不存在传递性。
* 类的静态成员：有时候类需要它的一些成员与类本身直接相关，而不是与类的各个对象保持关联。如银行利率的浮动。存在于任何对象之外，对象中不包含任何与静态数据成员相关的数据。

1. 类型决定了数据所占的比特数，以及该如何解释这些比特内容
2. 字节-8比特，字-32比特，float-字，double-双字负数以补码形式存储，补码=原码按位取反+1。有符号、无符号数相互转换就是直接读取内存中的字节。默认情况下有符号变为无符号。
3. 未经初始化的变量和指针都会引发不可预知的错误。（为什么不由编译器检查呢）
4. 指针的值是地址，指针的对象是所指地址上内容
5. P141隐式转换：小整数类型的运算对象被提升成较大的整数类型（如short int转换成int，有符号转换成无符号），所有运算的对象最终会转换成同一类型（显式也一样）。被转换类型所占空间不应大于转换类型所占空间。尽可能避免损失精度。
6. 整型提升：转换后的类型能容纳原类型的所有值，如：P142，先转为int，否则，转为unsigned int
7. 强制转换：static\_cast:类型转换，不能改变常量属性；const\_cast：改变常量属性，不能做类型转换
8. 迭代语句通常称为循环语句
9. P400我们的程序到目前为止只使用过静态内存或栈内存，它们中的对象由编译器自动创建和销毁。此外还有内存池，又称为自由空间或堆（heap）。程序用堆来存储动态分配的对象。当动态对象不再使用时，我们的代码必须显示的销毁它们。
10. 1